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datatype (‘a, ‘b) tree = 
  Leaf of ‘a
| Node of ‘b * (‘a, ‘b) tree * (‘a, ‘b) tree



fn pattern => expression
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let fun name pattern = expression in name end
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val name = fn pattern => expression;

fun name pattern = expression;
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• fun

val



(fn xs => tl xs) tl



(fn xs => tl xs) tl

•
• tl

•
(if ex then true else false)  ex
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● map : ('a -> 'b) * 'a list -> 'b list

What does the type tell us? 
● What are the arguments? 
● What is the return type? 
● What could be a hypothesis for what this function is supposed to do? 

● map applies a function to every element of a list and return a list of the 
resulting values.
– map (fn x => x*3, [1,2,3]) === [3,6,9]



● filter 

– filter (fn x => x>2, [~5,3,2,5]) === [3,5]

What could be the type of this function? 
● What are the arguments? 
● What is the return type? 
● What could be a hypothesis for what this function is supposed to do? 

● filter : ('a -> bool) * 'a list -> 'a list



• fold : ('a * 'b -> 'a) * 'a * 'b list -> 'a
–

– fold((fn (a,b) => a + b), 0, [1,2,3]) === 6


