

- State encoding
- One-hot encoding
- Output encoding
- State partitioning


## FSM design

- FSM design procedure

1. State diagram
2. State-transition table
3. State minimization
4. State encoding
5. Next-state logic minimization
6. Implement the design


| present | inputs |  | next <br> state | output open |
| :---: | :---: | :---: | :---: | :---: |
| state | D | N |  |  |
| 0¢ | 0 | 0 | 0¢ | 0 |
|  | 0 | 1 | 5¢ | 0 |
|  | 1 | 0 | 10¢ | 0 |
|  | 1 | 1 | - | - |
| 5¢ | 0 | 0 | 5¢ | 0 |
|  | 0 | 1 | 10¢ | 0 |
|  | 1 | 0 | 15¢ | 0 |
|  | 1 | 1 | - | - |
| 10\$ | , | 0 | 10\$ | 0 |
|  | 0 | 1 | 15¢ | 0 |
|  | 1 | 0 | 15\$ | 0 |
|  | 1 | 1 | - | - |
| 15\$ | - | - | 15\$ | 1 |
|  | mb | ic | table |  |



- One-hot: Encode n states using n flipflops
- Assign a single " 1 " for each state
- Example: 0001, 0010, 0100, 1000
- Propagate a single " 1 " from one flip-flop to the next
- All other flip-flop outputs are "0"


## One-hot variants

- "almost one-hot" encoding (modified one-hot encoding)
- Use no-hot ( $000 \ldots 0$ ) for the initial (reset state)
- Assumes you never revisit the reset state till reset again



## Output encoding

- Reuse outputs as state bits
- Why create new functions when you can use outputs?
- Bits from state assignments are the outputs for that state
- Take outputs directly from the flip-flops
- Yields small circuits for most FSMs

- Break a large FSM into two or more smaller FSMs
- Less states in each partition
- Simpler minimization and state assignment
- Smaller combinational logic
- Shorter critical path
- But more logic overall





## [Minimize communication

- Ideal world: Two machines handoff control
- Separate I/O, states, etc.
- Real world: Minimize handoffs and common I/O
- Minimize number of state bits that cross boundary

