

## Efficiency of Algorithms <br> Asymptotic complexity (of an algorithm)

How does the number of steps of an algorithm increase with the data size (input length)?
input



Complexity of functions comp(add) $=n$ Tomp(multiply) $=n^{2}$ [gnedecentill comp(multiply) $\leq \mathrm{n} \cdot(\log n)$ [schoenhage-strassen]

Is there a better algorithm?
Is there no bette Grade-school multipy algorithm
Main challenges of The Only efficient algorith,

Efficient: $n, n \cdot \operatorname{logn}, n^{2}$
Inefficient: $2^{n}, 2^{\sqrt{n}}, \ldots$


| Three problems |  |  |  |
| :---: | :---: | :---: | :---: |
|  | Input | Output | Complexity |
| Factoring integers | $\begin{array}{r} 1541 \\ 2^{67}-1 \end{array}$ | $\begin{gathered} 23 \times 67 \\ ? \times ? \end{gathered}$ | $\leq 2^{1 / n}$ |
| Proving theorems | $n+$ "Riemann Hypothesis" | n symb proof | $\leq 2^{n}$ |
| Solving Sudoku |  |  | $\leq n^{n}$ |



| Cook \& Levin The clasS |
| :--- |
| $\sim 1971$ |
| All problems having efficient verification |
| algorithms of given solutions |
|  |
| For every such problem, finding a |
| solution (of length $n$ ) takes $\leq 2^{n}$ steps: |
| try all possible solutions \& verify each. |
| Includes Factoring. Theorem-proving, Sudoku, many |
| others |
| Can we do better than "brute force" ? |
| Do all NP problems have efficient algs ? |

## $P$ versus NP

P: Problems for which solutions can be efficiently found
NP: Problems for which solutions can be efficiently verified

Fact: $\quad P \subseteq N P$ [finding implies verification] Conjecture: $P \neq N P$ [finding is much harder than verification]
" $P=N P ? "$ is a central question of math, science, technology and beyond!!!

## what is in NP?

Mathematician: Given a statement, find a proof Scientist: Given data on some phenomena, find a theory explaining it.
Engineer: Given constraints (size, weight, energy)
find a design (bridge, medicine, phone)

In many intellectual challenges, verifying that we found a good solution is an easy task! (if not, we probably wouldn't start looking)

If $P=N P$, these have fast, automatic finder


## The power of SuDoku I

Using SuDoku solver for Integer factoring


Both translators are known, efficient algorithms!



## Universality: NP-completeness

NP-complete problems:
If one is easy, then all are! If one is hard, then all are!

SuDoku,
NP-complete
Thm proving: NP-complete
Integer factoring: we don't know


## Traveling Salesman Problem (aka UPS Truck problem)

- Input: $n$ points and all pairwise inter-point distances, and a distance $k$
- Decide: is there a path that visits all the points ("salesman tour") whose total length is at most $k$ ?
- NP-complete!



## Optimal Friend

 Wheel- Input: list of your friends, together with information on which pairs of them are friends
- Decide: is there a way to lay them out on a circle so that the sum of distances between friends is at most B?
- NP-complete!



## Why is $P$ vs NP a milliondollar open problem?

- If $P=N P$ then brilliance becomes routine (best schedule, best route, best design, best math proof, etc...) and no more ecommerce..
- If $P \neq N P$ then we know something new and fundamental not just about computers but about the world (akin to "Nothing travels faster than light").

