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About This Guide

Preface

Welcome to the Embedded Development Kit. This Kit is designed to provide designers
with a rich set of design tools and a wide selection of standard peripherals required to
build embedded processor systems using MicroBlaze, the industry’s fastest soft processor
solution, and the new and unique feature in Virtex-11 Pro, the IBM ® PowerPC ® CPU.

This guide provides information about the Embedded System Tools (EST) included in the
Embedded Development Kit (EDK). These tools, consisting of processor platform tailoring
utilities, software application development tool, a full featured debug tool chain and

device drivers and libraries, allow the developer to fully exploit the power of MicroBlaze
and Virtex-1l Pro.

Guide Contents

This guide contains the following chapters:

Chapter 1, “Embedded System Tools Architecture”
Chapter 2, “Xilinx Platform Studio (XPS)”

Chapter 3, “Base System Builder”

Chapter 4, “Create/Import Peripheral Wizard”

Chapter 5, “Platform Generator”

Chapter 6, “Simulation Model Generator”

Chapter 7, “Library Generator”

Chapter 8, “Platform Specification Utility”

Chapter 9, “Format Revision Tool”

Chapter 10, “Bitstream Initializer”

Chapter 11, “GNU Compiler Tools”

Chapter 12, “GNU Debugger”

Chapter 13, “Xilinx Microprocessor Debugger (XMD)”
Chapter 14, “Platform Specification Format (PSF)”
Chapter 15, “Microprocessor Hardware Specification (MHS)”
Chapter 16, “Microprocessor Peripheral Description (MPD)”
Chapter 17, “Peripheral Analyze Order (PAO)”

Chapter 18, “Black-Box Definition (BBD)”

Chapter 19, “Microprocessor Software Specification (MSS)”
Chapter 20, “Microprocessor Library Definition (MLD)”
Chapter 21, “Microprocessor Driver Definition (MDD)”
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e Chapter 22, “Address Management”

e Chapter 23, “Interrupt Management”

Additional Resources

For additional information, go to http://support.xilinx.com. The following table lists
some of the resources you can access from this website. You can also directly access these
resources using the provided URLs.

Resource

Description/URL

EDK Home

Embedded Development Kit home page, FAQ and tips.
http://www.xilinx.com/edk

EDK Examples

A set of complete EDK examples.
http://www.xilinx.com/ise/embedded/edk examples.htm

Tutorials

Tutorials covering Xilinx design flows, from design entry to
verification and debugging

http://support.xilinx.com/support/techsup/tutorials/index.htm

Answer Browser

Database of Xilinx solution records
http://support.xilinx.com/xInx/xil_ans_browser.jsp

Application Notes

Descriptions of device-specific design techniques and approaches
http://support.xilinx.com/apps/appsweb.htm

Data Sheets

Device-specific information on Xilinx device characteristics,
including readback, boundary scan, configuration, length count,
and debugging

http://support.xilinx.com/xInx/xweb/xil publications_index.jsp

Problem Solvers

Interactive tools that allow you to troubleshoot your design issues
http://support.xilinx.com/support/troubleshoot/psolvers.htm

Tech Tips

Latest news, design tips, and patch information for the Xilinx
design environment

http://www.support.xilinx.com/xInx/xil_tt_home.jsp

GNU Manuals

The entire set of GNU manuals
http://www.gnu.org/manual

Conventions

This document uses the following conventions. An example illustrates each convention.
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Typographical

The following typographical conventions are used in this document:

Convention

Meaning or Use

Example

Courier font

Messages, prompts, and
program files that the system
displays

speed grade: - 100

Couri er bold

Literal commands that you
enter in a syntactical statement

ngdbui | d desi gn_nane

Helvetica bold

Commands that you select
from a menu

File - Open

Keyboard shortcuts

Ctrl+C

Italic font

Variables in a syntax
statement for which you must
supply values

ngdbui | d desi gn_nane

References to other manuals

See the Development System
Reference Guide for more
information.

Emphasis in text

If a wire is drawn so that it
overlaps the pin of a symbol,
the two nets are not connected.

Square brackets [ ]

An optional entry or
parameter. However, in bus
specifications, such as

bus[ 7: 0] , they are required.

ngdbui | d [ opti on_name]
desi gn_nane

A list of items from which you

Repetitive material that has
been omitted

Braces { } must choose one or more lowpwr ={on] of 1}

. Separates items in a list of _
Vertical bar | choices | owpw ={on]|of f}

. L | OB #1: Name = QQUT’
Vertical ellipsis | OB #2° Name = CLKI N

Horizontal ellipsis . ..

Repetitive material that has
been omitted

al | ow bl ock bl ock_nane
locl loc2 ... locn;
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Online Document

The following conventions are used in this document:

Convention

Meaning or Use

Example

Blue text

Cross-reference link to a
location in the current
document

See the section “Additional
Resources” for details.

Refer to “Title Formats” in
Chapter 1 for details.

Red text

Cross-reference link to a
location in another document

See Figure 2-5 in the Virtex-II
Handbook.

Blue, underlined text

Hyperlink to a website (URL)

Go to http://www.xilinx.com
for the latest speed files.

www.xilinx.com
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Chapter 1

Embedded System Tools Architecture

This chapter describes the Embedded System Tools (EST) architecture and flows for the
Xilinx embedded processors, PowerPC 405 and MicroBlaze. The chapter contains the
following sections.

e “Tool Architecture Overview”
e “Tool Flows”
e  “Some Useful Tools”

“Verifying Tools Setup”

Tool Architecture Overview

Figure 1-1 depicts the embedded software tool architecture. Multiple tools based on a
common framework allow the user to design the complete embedded system. System
design consists of the creation of the hardware and software components of the embedded
processor system, and optionally, a verification or simulation component as well. The
hardware component consists of an automatically generated hardware platform that can
be optionally extended to include other hardware functionality specified by the user. The
software component of the design consists of the software platform generated by the tools,
along with the user designed application software. The verification component consists of
automatically generated simulation models targeted to a specific simulator, based on the
hardware and software components.

| HW Spec Ed. I //\\ I SW Spec Ed. |
| HW Plat. Gen I I SW Plat. Gen. |
Sim Spec Ed. |<—| |=—| SW Source Ed.

[Sim ot Gen J+—+{ XPS |+—~[SiCompers |
I o I S ey
| ISE - HW Impl. I XMD

| iMPACT I \ / I Data2BMEM |

X10087

Figure 1-1: Embedded Software Tool Architecture
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Tool Flows

A typical embedded system design project involves the following phases:

e hardware platform creation,

e hardware platform verification (simulation),

e software platform creation,

e software application creation, and

o software verification (debugging).

Xilinx provides tools to assist in all the above design phases. These tools play together with

other, third-party tools such as simulators and text editors that may be used by the
designers.

Hardware Platform Creation

Hardware platform creation is depicted in Figure 1-2.

MHS File
| HW Spec Ed. I

XPS, WIZARDS

MHS File
HW Plat. Gen | XPS
Platgen EDIF, NGC,
VHD,V,BMM

X10088
Figure 1-2: Hardware Platform Creation

The hardware platform is defined by the MHS (Microprocessor Hardware Specification)
file (see Chapter 15, “Microprocessor Hardware Specification (MHS)”’for more
information). The hardware platform consists of one or more processors and peripherals
connected to the processor buses. Several useful peripherals are usually supplied by
Xilinx, along with the EDK tools. Users can define their own peripherals and include them
in the MHS by following the guidelines in Chapter 14, “Platform Specification Format
(PSF)”. The MHS file is a simple text file and any text editor can be used to create this file.
The XPS tool provides graphical means to create the MHS file.

The MHS file defines the system architecture, peripherals and embedded processors. The
MHS file also defines the connectivity of the system, the address map of each peripheral in
the system and configurable options for each peripheral. Multiple processor instances
connected to one or more peripherals through one or more buses and bridges can also be
specified in the MHS.

The Platform Generator tool (PlatGen) creates the hardware platform using the MHS file as
input. PlatGen creates netlist files in various formats (NGC, EDIF), as well as support files
for downstream tools, and top level HDL wrappers to allow users to add other
components to the automatically generated hardware platform. See Chapter 5, “Platform
Generator,” for more information.
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Note: After running PlatGen, FPGA implementation tools (ISE) are run to complete the
implementation of the hardware. Typically, XPS spawns off the ProjNav front end for the
implementation tools, allowing full control over the implementation. See ISE documentation for more
info on the ISE tools. At the end of the ISE flow, a bitstream is generated to configure the FPGA. This
bitstream includes initialization information for BRAM memories on the FPGA chip. If user code or
data is required to be placed on these memories at startup time, the Data2MEM tool in the ISE toolset
is used to update the bitstream with code/data information obtained from the user’s executable files,
which are generated at the end of the “Software Application Creation and Verification” flow.

Verification Platform Creation

Software

The verification platform is based on the hardware platform. The verification specification
allows the user to specify a simulation model for each processor, peripheral or other
module in the hardware platform. The MHS file is processed by the Simgen tool to create
simulation files (VHDL, Verilog or various compiled models) along with some command
files for specific simulators supported by the tool. See Chapter 6, “Simulation Model
Generator” for more information. As in the case of the hardware platform, these
simulation files may be edited by the user to add other components to the automatically
generated verification platform. The entire process of generating the verification platform
is depicted in Figure 1-3. If the software application that runs on the hardware platform is
available in executable format, it can be used to initialize memories in the verification
platform. Details of this process are provided in later chapters.

- MHS File
| Sim Spec Ed. I

XPS GUI
MHS, .elf
Sim Plat. Gen | XPS
Simgen .vhd, .v for sim

X10089

Figure 1-3: Verification Platform

Platform Creation

The software platform is defined by the MSS (Microprocessor Software Specification) file
(see Chapter 19, “Microprocessor Software Specification (MSS)” for more information).
The MSS file defines driver and library customization parameters for peripherals,
processor customization parameters, standard input/output devices, interrupt handler
routines, and other related software features. The MSS file is a simple text file and any text
editor can be used to create this file. The XPS tool (see Chapter 2, “Xilinx Platform Studio
(XPS)” for more information) provides a graphical user interface for creating the MSS file.

The MSS file is an input to the Library Generator tool (LibGen) for customization of
drivers, libraries and interrupt handlers. See Chapter 7, “Library Generator” for more
information. The entire process of creating the software platform is shown in Figure 1-4.
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MSS File
| SW Spec Ed. I

Emacs, XPS MSS Editor

MSS, MHS,
lib/*.c, lib/*.h

SW Plat. Gen | XPS
libgen libc.a, libXil.a

X9881

Figure 1-4: Software Platform

Software Application Creation and Verification

The software application is the code that runs on the hardware and software platforms.
The source code for the application is written in a high level language such as C or C++, or
in assembly language. XPS provides a source editor for creating these files, but any other
text editor may be used here. Once the source files are created, they are compiled and
linked to generate executable files in the ELF (Executable and Link Format) format. GNU
compiler tools (see Chapter 11, “GNU Compiler Tools” for more information) for PowerPC
and MicroBlaze are used by default but other compiler tools that support the specific
processors used in the hardware platform may be used as well. XMD and the GNU
debugger (GDB) are used together to debug the software application. XMD provides an
instruction set simulator, and optionally connects to a working hardware platform to allow
GDB to run the user application. This entire process is depicted in Figure 1-5. See Chapter
13, “Xilinx Microprocessor Debugger (XMD)” for more information on XMD and Chapter
12, “GNU Debugger” for more information on GDB.

.c and .h files
| SW Source Ed. I

Emacs, XPS Source Editor

.c and .h files
libc.a, libXil.a
SW Compilers | XPS
Mb-gcce, ppc-gce .elf file
.c and .h files
.elf file

SW Debuggers
Mb-gdb, ppc-gdb

|
|
X9882

Figure 1-5: Software Application Creation and Verification
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Some Useful Tools

Xilinx Platform Studio

The Xilinx Platform Studio (XPS) tool provides a GUI for creating the MHS and MSS files
for the hardware and software flow. XPS also provides source file editor capability and
project and process management capability. XPS is used for managing the complete tool
flow, that is, both hardware and software implementation flows. Please see Chapter 2,
“Xilinx Platform Studio (XPS)” for more information.

Platform Generator

The embedded processor system in the form of hardware netlists (HDL and EDIF files) is
customized and generated by the Platform Generator (PlatGen).

See Chapter 5, “Platform Generator” for more information.

HDL Synthesis

PlatGen generates hierarchal NGC netlists in the default mode. This means that each
instance of a peripheral in the MHS file is synthesized. The default mode leaves the top-
level HDL file untouched allowing any synthesis tool to be used. Currently, Platform
Generator only supports XST (Xilinx Synthesis Technology).

ISE XST

If Platform Generator is run in the default mode, a synthesis script file for XST is created.
This script can be executed under XST using the following command:

xst -ifn system scr

Simulation Model Generator

The Simulation Platform Generation tool (simgen) generates and configures various
simulation models for the hardware. It takes a Microprocessor Hardware Specification
(MHS) file as input.

Note: Previous versions of Simgen used a separate specification file called the MVS file. MVS files
are not used in this version of the software.

See Chapter 6, “Simulation Model Generator” for details.

Library Generator

XPS calls the Library Generator tool for configuring the software flow.

The Library Generator (LibGen) tool configures libraries, device drivers, file systems and
interrupt handlers for the embedded processor system. The input to LibGen is an MSS file.

Please see Chapter 7, “Library Generator” for more information. For more information on
Libraries and Device Drivers please refer to the “Xilinx Microkernel (XMK)” chapter in the
EDK OS and Libraries Reference Guide and the “Device Driver Programmer Guide” chapter
in the Processor IP Reference Guide.
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GNU Compiler Tools

XPS calls GNU compiler tools for compiling and linking application executables for each
processor in the system.

Given a set of C source files, a Microprocessor executable is created as follows.

MicroBlaze
nb-gcc filel.c file2.c

This command compiles and links the files into an executable that can run on the
MicroBlaze processor. The output executable is in a.out. The -o flag can be used to specify
a different file name for the output file.

In order to initialize memories in the hardware bitstream with this executable, the file
name should have an elf extension.

For further information on compiler options, mb-gcc -help can be run on the command
line. See Chapter 11, “GNU Compiler Tools” for more information.

PowerPC

power pc-eabi -gcc filel.c file2.c

This command compiles and links the files into an executable that can run on the PowerPC
processor. The output executable is in a.out. The -o flag can be used to specify a different
file name for the output file.

In order to initialize memories in the hardware bitstream with this executable, the file
name should have an elf extension.

For further information on compiler options, powerpc-eabi-gcc -help can be run on the
command line. See Chapter 11, “GNU Compiler Tools” for more information.
Compiling with Optimization

Once you are satisfied that your program is correct, recompile your program with
optimization turned on. This will reduce the size of your executable, and reduce the
number of cycles it needs to execute. This is achieved by the following:

nb-gcc -3 filel.c file2.c

Setting the Stack Size
By default, the EDK tools build the executable with a default stack size of 0x100 (256) bytes.

The stack size can be set at compile time by using:
nmb-gcc filel.c file2.c -W, defsym-W, STACK_ S| ZE=0x400
This will set the stack size to 0x400 (1024) bytes.

Software Debugging

You can debug your program in software (using a simulator, available for MicroBlaze
only), or on a board which has a Xilinx FPGA loaded with your hardware bitstream. See
Chapter 13, “Xilinx Microprocessor Debugger (XMD),” for more information.
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Debugging Using Hardware: software intrusive

Create your application executable using the compiler. For example
nb-gcc -g -xl -node-xmdstub filel.c file2.c

This command creates the Microprocessor executable a.out, linked with the C runtime
library crtl.o and starting at physical address 0x400, and with debugging information that
can be read by mb-gdb (or powerpc-eabi-gdb if compilation was done for PowerPC).

If you want to debug your code using a board, you must specify the DEFAULT _INIT
parameter for that processor to XMDSTUB in MSS file. This creates a Data2MEM script
(run_download) file that initializes the Local Memory (LM) with the xmdst ub executable.
Next, load the bitstream representing your design onto your FPGA. Refer to Chapter 13,
“Xilinx Microprocessor Debugger (XMD),” and Chapter 7, “Library Generator,” for more
information.

Start the xmd server in a new window with the following command:
xmd

Connect to use stub target GDB. Please see Chapter 13, “Xilinx Microprocessor Debugger
(XMD),” for more information.

Load the program in mb-gdb using the command:
nb- gdb a. out
Click on the “Run” icon and in the mb-gdb Target Selection dialog, choose
- Target: Remote/TCP
- Hostname: localhost
- Port: 1234
Now, mb-gdb’s Insight GUI can be used to debug the program.

Debugging Using A Simulator: non-intrusive

If you want to debug your code using a simulator, compile programs using the following
command:

nmb-gcc -g filel.c file2.c

This command creates the MicroBlaze executable file, a.out, with debugging
information that can be accessed by mb-gdb. For PowerPC, the compiler used is
powerpc-eabi-gcc.

Xilinx EDK provides two ways to debug programs in simulation.
1. Cycle-accurate simulator in XMD:
Start xmd server in a new window with the following command:
xmd
Connect using sim target. Please see the XMD documentation for more information.

Loading and debugging the program in mb-gdb is done the same way as for xmd in
hardware mode described above.

This is the preferred mechanism to debug user programs in simulation

2. Simple ISA simulator in mb-gdb:
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The xmd server is not needed in this mode. After loading the program in mb-gdb,

Click on the “Run” icon and in the mb-gdb Target Selection dialog, choose
“Simulator”.

Use this mechanism only if your program does not attempt to access any peripherals
(not even via a print call).

Dumping an Object/Executable File

The mb-objdump utility lets you see the contents of an object (.0) or executable (.out) file.

To see your symbol table, the size of your file, and the names/sizes of the sections in the
file, run the following:

nb- obj dunmp -x a. out

To see a listing of the (assembly) code in your object or executable file, use
nb- obj dunp -d a. out

To get a list of other options, use the following command:

nb- obj dunp --help

Verifying Tools Setup

The environment variable XI LI NX_EDK, needs to be set at the level of the hierarchy where
the directories doc, hw, and bin reside.

Tools Directory Path

Ensure that the GNU tools are in your path.

For Solaris

Check the executable search path. Your path must include the following:
o  ${XILINX_EDK}/gnu/microblaze/sol/bin

o  ${XILINX_EDK}/gnu/powerpc-eabi/sol/bin

e ${XILINX_EDK}/bin/sol

For PC

Check the executable search path.
o %XILINX_EDK%\gnu\microblaze\nt\bin

o %XILINX_EDK%\gnu\powerpc-eabi\nt\bin
o %XILINX_EDK%\bin\nt

Xilinx Alliance Software

The system should be set up to use the Xilinx Development System. Please verify that the
system is properly configured. Consult release notes and installation notes included in the

Xilinx ISE software package for more information. The EDK 3.2 release supports Xilinx ISE
5.2 Tools.
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Xilinx Platform Studio (XPS)

This chapter describes the Xilinx Platform Studio (XPS) IDE for the Xilinx Embedded
Processors, MicroBlaze and PowerPC.

Xilinx Platform Studio (XPS) provides an integrated environment for creating the software
and hardware specification flows for an Embedded Processor system. It also provides an
editor and a project management interface to create and edit source code. XPS offers
customization of tool flow configuration options. It also provides a graphical system editor
for connection of processors, peripherals and buses. XPS is available on both Windows and
Solaris platforms. There is also a batch mode invocation of XPS available.

This chapter contains the following sections.

e  “Processes Supported”

e “Tools Supported”

e “Project Management”

o  “XPS Interface”

e “Platform Management”

e “Software Application Management”
e “Flow Tool Settings and Required Files”
e “Tool Invocation”

e “Debug and Simulation”

e “PBD Editor”

e “XPS “No Window” Mode”

Processes Supported

XPS supports the creation of the MHS (refer to Chapter 15, “Microprocessor Hardware
Specification (MHS)”) and MSS file, (refer to Chapter 19, “Microprocessor Software
Specification (MSS)”) files needed for embedded tools flow. The MVS file used in EDK 3.2
has been discontinued and that information is stored in XPS project files. XPS also aids
users in creating an MHS (refer to Chapter 15, “Microprocessor Hardware Specification
(MHS)”) through a dialog based editor and bus connection matrix, or through a graphical
block diagram editor (referred to as the Platform Block Diagram editor). It supports
customization of software libraries, drivers, interrupt handlers and compilation of user
programs. Source management of C source files and header files for user applications is
also provided by XPS. Users can also choose the simulation mode for the complete system.
Users can begin a project by either importing an existing MHS file or by starting with an
empty MHS file and then adding cores to it. It performs process management and
dependency checking between the hardware, software and simulation tool flows by
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CUser Program Sources>—>

calling the tools in the correct order using the makefile mechanism. Figure 2-1 provides a

detailed view of processes supported by XPS.

Project
Management

Make File

MSS
Engine

|
: |
Program '
Process | |
Sources
Management Management : :
: Platgen Libgen :
| |
| |
| i | |
: Implementation Compiler |
| Tools |
|
I |
| i \ |
| |
| Data2MEM |
e __
X10125
Figure 2-1: XPS Process
Tools Supported
Table 2-1 describes the tools that are supported in the XPS.
Table 2-1: Tools supported in XPS
Tool Function Reference/Notes

Library Generator
(LibGen)

Customizes software libraries, drivers and interrupt
handlers

The Library Generator
Documentation

GNU Compiler Tools

Preprocess, compile, assemble and link programs

GNU tools Documentation

Platform Generator
(PlatGen)

Allows user to customize various options. Runs
platgen with the options and the MHS file

The Platform Generator
Document

Simulation Model
Generator (SimGen)

Generates the hardware simulation model and the
compilation script file for the complete system.

The Simulation Model
Generator

Makefile Generates a Makefile, which provides targets to run Uses gmake on Solaris.
various hardware and software flow tools.
System ACE Generates SystemACE file Not supported on Solaris
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Table 2-1: Tools supported in XPS

Tool Function Reference/Notes
XMD Opens an XMD terminal for the user for on-board XMD Documentation
debug.
Project Navigator Export | Export and Import design to Project Navigator for Flow is an alternative to the
and Import synthesis and implementation of design. XFlow mechanism in XPS.
Features

XPS has the following features

e Adding cores, editing core parameters, and making bus and signal connections to
generate a Microprocessor Hardware Specification (MHS)

e Generation and modification of the Microprocessor Software Specification (MSS)
e Support for all the tools described in Table 2-1.

e Graphical Block Diagram View and Editor.

e Multiple User Software Applications support

e Project management

e Process and tool flow dependency management

Project Management

Project information is saved in a Xilinx Microprocessor Project (XMP) file. An XMP file

consists of the location of the MHS file, the MSS file, and the C source and header files that
need to be compiled into an executable for a processor. The project also includes the FPGA
architecture family and the device type for which the hardware tool flow needs to be run.

Creating A New Project

A New Project is created using the New Project menu option in the Project submenu of
the main menu. The Base System Builder Wizard in the New Project menu can be used
to invoke the wizard to create a basic system. Please refer to Chapter 3, “Base System
Builder” for more information. The Platform Studio option can be used to create a new
project using XPS. The New Project toolbar button can also be used.

For creating a new project, users need to specify the location of the xmp file. The name of
the xmp file is take to be the project name and the directory where the xmp file resides is
considered to be the project directory. All tools are invoked from the project directory. All
relative paths are assumed to be relative to the project directory. Optionally, users can also
specify an MHS file to be used for the project if the project is created using Platform Studio.
If the specified MHS file does not exist in the project directory or does not have same name
as the project name, XPS copies it into the project directory with same base name as the
project name. XPS always modifies the local copy of the MHS and never refers to the
original MHS.

The target architecture must be set before running any tool. However, choosing the device
size, the package and the speed grade can be deferred till implementation of the design.
These options can also be set/changed later in the Set Project Options dialog box in
Options — Project Options menu.

Users must specify all Search Path directories before loading the project if
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e The MHS uses a peripheral which is not present either in the Xilinx EDK installation
area or in pcores directory of the XPS project directory.

e The MSS uses a driver which is not present either in the Xilinx EDK installation area
or in the drivers directory of the XPS project directory.

The concept of a Search Path directory, and its subdirectory structure is explained in detail
in Platform Generator and Library Generator chapters. This corresponds to the -Ip option
of the tools. Please note that all the tools automatically look into the pcores, and drivers
directories in the project directory and that the project directory itself should not be
specified as the Search Path. Multiple directories can be specified as part of search path by
specifying a semicolon (;) separated list of directories.

Opening An Existing Project

An existing XPS project can be opened by using the Open Project menu option (File
menu) or using the Open Project button on the toolbar and specifying the existing XMP file
corresponding to that project.

New source files and header files can be created, added, and deleted as described in the
Source Code Management section of this chapter.

XPS does not allow multiple projects to be open simultaneously. Any open project must be
closed before another project can be opened.

Getting Help

The main menu in XPS has a Help menu item. A link the EDK documentation is provided
in the Help submenu. The EDK Examples menu item is a link to the EDK examples web

page at Xilinx. Many example designs are updated in this web site for users to download
and use.
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Figure 2-2: XPS (Xilinx Platform Studio)

Figure 2-2 shows a screenshot of XPS. XPS opens three main windows by default.

Editor Workspace

The main editor workspace appears on the right in XPS in Figure 2-2. The workspace
opens PBD (Platform Block Diagram) file and allows graphical editing of the system. The
main workspace also functions as a C source and header file editor of XPS. Users can also
view and edit other text files in the main window. Any number of text files can be opened
simultaneously in the XPS main window. The PBD file can be opened by double clicking
on the PBD file in the system tree view, or through the Project — View Schematic menu
item.

The PBD editor is described in more detail later in this chapter (see “PBD Editor,” page 33).
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System Tab

This tab is one of the four tabs that appear on the left in the XPS window in Figure 2-2. The
system tab shows the system in a tree format. There are three sub-trees in this view:

e The System BSP tree shows system components (various cores) by their instance
names. Each core can have its own sub-tree which displays information
corresponding to that instance (for example base address and high address). Source
and header files corresponding to a processor are listed in the sub-tree for that
processor instance.

e The Project Files tree shows the MHS. MSS, PBD, UCF and other files corresponding
to the project. Users can double-click on any of the file names to open it in the XPS
main window. Some of these files must be created by the user in order to implement
the design.

e The Project Options tree shows the current value set for various project options.
Users can double-click or do a Right-click on any of the fields shown in this tree to
bring up the Set Project Options dialog box.

Applications Tab

This tab shows all user software application projects. Users can create a number of
software application projects that are associated with the processors in their design.

A software application project consists of a unique project name, a set of source and header
files that the users can create to design their application. The source files can be built into
executables (one executable per application project) that can be downloaded onto the
FPGA.

If users have multiple applications, but the current design is only going to require a subset
of those applications, they should mark the other applications as “Inactive”. XPS engine
will ignore all the “Inactive” applications. This enables users to preserve software
applications and does not force them from deleting those applications.

Each active application project can be specified with a set of compiler options. A right click
on the application projects tree view brings up a context menu. The menu items can be
invoked to set compiler options, view files, open files, associate different processors with
the project and so on. Each project can also be marked for initialize BRAMs. If a user
application resides completely in BRAM memory and the user wants to download that
ELF file as part of the bitstream, then those applications must be “Marked to initialize
BRAMSs”. XPS will use data2mem to update the bitstream with those ELF files.

For every processor in the design, an application project called <processor
instance>_bootloop is created by default. This is a predefined bootloop that can be
downloaded to the BRAMS so that the processor is in a valid state on wakeup. A View
Source on the bootloop project will open the source file with more comments explaining
the importance of the bootloop. For more information please see the Software Application
Management Section of this chapter.

Transcript Window (Output)

The transcript window is the bottom window in Figure 2-2. This window acts as a console
for output, warning and error messages from XPS and from other tools invoked by XPS.
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Platform Management

In order to change the system specification, software settings, and simulation options, XPS
supports the following features and processes.

Add/Edit Cores (Dialog)

A Right click on System BSP item in the System View tab gives a menu option to Add
Cores (dialog) to the system. Selecting it brings up a tabbed dialog box that lists all the
cores which can be instantiated in the design. Multiple cores can be selected at a time for
adding to the design by using the ‘Shift’ or ‘Ctrl’ key. The tabs can be used to add and
connect buses, connect BRAMs to BRAM controllers, add ports and connect using net
names and set parameters on cores. Please refer to the MPD and MHS document for
parameter information. Also the IP documentation includes parameters that can be
changed for each IP.

Simulation Models

A Right click on System BSP item in the System View tab gives a menu option to set the
Simulation Model for the system. User can choose between Behavioral, Structural, and
Timing modes of simulation. The currently selected model has a check mark against it.
This information is stored in XMP file.

View MPD

Right click on an instance name give users the option to View MPD for that core. If selected,
the MPD file for that core is opened in the main window. If the MPD file is already open,
focus is set on the file. MPD files are opened in read-only mode and can not be edited.

View MDD

Right click on an instance name gives users the option to View MDD for driver assigned to
that core instance. This option is disabled if no driver is assigned to that core. If selected,
the MDD file for that core’s driver is opened in the main window. If the MDD file is already
open, focus is set on the file. MDD files are opened in read-only mode and can not be
edited.

S/W Settings

In the System BSP tree, a double click on an instance name opens a dialog window
displaying configurable software platform options for all peripherals. This window can
also be brought up by doing a Right click on peripheral instance name and choosing the
menu item S/W Settings. This dialog has multiple tabs and is used to set all the software
platform related options in the design. The tabs and their significance are detailed as
follows:

Software Platform

This tab shows three tables: Drivers, Libraries and Kernel and Operating Systems.

The Drivers table displays peripherals used in the design and users can assign drivers for
these peripherals. Drivers may already be assigned by default, and users have the ability to
change the default drivers.
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The Libraries table shows all the libraries that are included in the EDK and each library can
be included in the design by checking the Use column.

The Kernel and OS table can be used to select an OS for the processor system in the design.
A standalone OS is selected by default.

Please see the Microprocessor Software Specification (MSS) for more information.

Processor and Driver Parameters

This tab shows two tables, Processor Parameters and Driver Parameters. These tables can
be used to specify values for the parameters associated with the processors or peripheral
drivers in the design. The driver table also displays interrupt handler parameter if the
peripheral using the driver is connected to an interrupt port. The name of the interrupt
handling routine can be specified for any peripheral interrupt signal. If the peripheral has
no interrupt port, or if those interrupt port(s) are not connected to any signal in the MHS
file, then this parameter does not show up. Please see the Microprocessor Driver Definition
(MDD) chapter for more information.

Library and O/S Parameters

This tab shows a list of all configurable library and Kernel/OS parameters for all the
libraries and OS in the design. Please see the Microprocessor Library Definition (MLD) and
the Libraries guide for more information.

Software Application Management

MSS file specifies the software platform for the embedded system design. This includes the
OS, drivers for IPs and other libraries. Multiple applications can be run on a software
platform. XPS allows users to specify multiple application projects. This is specified in the
Applications tab. Each application is associated with a processor instance that executes the
application. Users must specify a unique name for each application project. An application
project has a list of C source and header files associated with it. Users can also specify
compiler options for each application. All the source files for a processor are compiled
using the compiler specified for that processor in the SW platform settings for that
processor. XPS has an integrated editor for viewing and editing C source and header files
of the user program.

Adding Files

Files can be added to a active software application by clicking the right mouse button on
the Sources or Headers item in the application project. The same operation can be
accomplished by using the Project — Add Program Sources menu item in the Main
menu. Multiple files are added by pressing the control key and using arrow keys (or the
mouse) to select in the file selection dialog. XPS adds files to Sources or Headers subtree
depending upon the file extension. All directories where the header files are present are
automatically added to the Include Search Path compiler option.

Deleting Files from Project

Any file can be deleted from a software application by selecting the file in the Project View
window then clicking the right mouse button on the item and choosing Delete File. Note
that the file does not get physically deleted from the disk. It is just removed from the list of
files to be compiled to generate the executable for that application.
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Editing Files

Double clicking on the source or header file in the Project View window opens the file for
editing. The editor supports basic editing functions such as cut, paste, copy and
search/replace. The editor highlights basic source code syntax. It also supports file
management and printing functions such as saving, printing, and print previews.

Mark Application for downloading to BRAMs

Active Software application ELF files which reside on FPGA’s BRAM memory need to
marked for downloading into BRAMSs. This can be done by right clicking on the software
application and selecting “Mark for Download” menu item. Similarly, you can also
deselect the application for downloading to BRAMs. If an application is marked for
BRAMSs, XPS passes these applications to the data2mem utility which initializes the
bitstream with BRAM information from the ELF files. XPS also passes these ELF files to
simgen to create appropriately initialized simulation models. By default, a software
application is assumed to be using BRAMSs. Note that by marking an application for
download to BRAMSs, no process gets invoked, but rather a flag is set up to indicate that the
application has to be downloaded at the proper step in the flow.

Application to be compiled outside XPS environment

Sometimes, users want to compile their application outside XPS environment (e.g. in
VxWorks, Eclipse etc.), but they might want XPS to be aware of the ELF file. In such cases,
they should create an application project and specify the ELF file which they will be
creating outside XPS. However, users should not add any C-source files associated with it.
This indicates to XPS that user has an associated ELF file, but does not want to compile it
within XPS. Any changes that might require user to recompile his application (e.g.
MHS/MSS file change) must be managed by the user himself.

Bootloop Software Applications

For each processor, XPS adds an special bootloop software application. These applications
have a precompiled ELF associated with them. The pre-compiled ELF and the source file,
linker script and the make file used to compile that ELF can be found in the EDK
installation directory. These applications are displayed at the top of the Software
Applications tree. Users can not modify sources and compiler options for these
applications. Users can only select to either download this application into BRAMSs or not.

The bootloop application ELF files is a simple single-instruction application. The
instruction branches to itself thus creating an infinite loop. This is useful in cases where the
processor has started execution but the actual application has not been downloaded to
external memory. The bootloop prevents the processor from executing arbitrary
instructions. This application resides at the start address location of the processor. For
microblaze, the start address is 0x00000000, while for ppc405, it is OXFFFFFFFC.

Xmdstub Software Applications

For every microblaze processor in design, an application called
<processor_instance>_xmdstub is created by XPS. The ELF file associated with this
processor is created as part of the library generation at <proc_instance>/code/xmdstub.elf
location. Users can decide whether to download this application or not. Typically, if any of
the active user applications is in XMDSTUB mode, then users would want to download
xmdstub.elf for that processor onto BRAM memory.
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Compiler Options

A Compiler Option Dialog Window opens up when any active software application name
is double-clicked or Set Compiler Option... menu option is chosen for that software
application in the Software Projects tree in Applications tab. This dialog has the following
four tabs.

Environment

The tab displays the compiler being used for compiling this application. The compiler used
can be changed in the “Software PlatForm Settings” dialog. For a microblaze application,
users can specify what mode the application should be compiled into, XMDSTUB or
EXECUTABLE.

This tab gives you the ability to provide Program Start Address, Stack Size, and Heap
Size for the gcc-based compilers (mb-gcc and powerpc-eabi-gec). Please note that these
options should not be used with dcc (they should be specified in the linker script for dcc).
Heap size is only for PowerPC instance.

Optimization

This tab allows you to specify various compiler options. The degree of optimization can be
specified to be 1,2, or 3. User can specify whether to perform Global pointer optimizations.
Also, if they included the xilprofile library in the “Software PlatForm Settings” dialog, then
can also choose whether to enable profiling for this application or not.

Users can also choose the debug options, whether the code should be generated without
debug symbol, or with symbols for debugging (-g) or with symbols for assembly (-gstabs).

Directories

This tab allows you to specify various search directories for the Compiler (-B), for
Libraries (-L) and for Include (-I) files. You can specify what user libraries, if any, should
be used by the linker in the Libs to Link (-1) field. The libxil.a library is automatically
picked up by gcc- based compilers. For dcc, XPS automatically adds libxil.a as a library to
link in the makefile compiler options. You can also specify any Linker script (some times
called map file) to be used. Again, the gcc based compilers pick up the default linker script
from the EDK installation area if this option is not specified. You can also specify the name
of the Output ELF file to be generated by the compiler. If these paths are not absolute, they
must be relative to the project directory.

Advanced

The user can also specify various options which the compiler should pass to the
Preprocessor (-Wp), the Assembler (-Wa), and the Linker (-WI). Each option is dealt in
detail in the GNU Compiler Tools documentation. You do not need to type in the specific
flags as XPS introduces the correct flag for each option automatically. However, if you type
the flags, then XPS does not introduce them. If there are more than one option in a field,
they should be separated by space.

For compiling program sources, if you want to specify any Compiler Options in addition
to those specified in other tabs, you can specify them in the Program Sources Compiler
Options edit box.
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Table 2-2:

Table 2-2 shows the options that are displayed in the compiler options dialog window

under various tabs.

Processor Options

Option

Value Type

Description

Compiler Options

Optimization Level

Choose the level of compiler optimization. Equivalent to -O option in
gcc.

Global Pointer
Optimization

Compiler Option

This option enables global pointer optimization in the compiler. This
option is only for MicroBlaze.

Debug

Compiler Option

-g option to generate debug symbols.

Search Paths

Directories

Compiler, Library and Include paths. Equivalent to -B, -L and -I
option to gcc.

Libraries to Link

Linker Option

The libraries to link against while building the ELF file (-1 option)

Output File File path and name | Sets the name of the executable file. Equivalent to -o option of gcc.
Program Start Hex Value Specifies the start address of the text segment of the executable for
Address MicroBlaze and the program start address for PPC.

Stack Size Hex Value Specifies the stack size in bytes for the program.

Heap Size Hex Value Specifies the heap size in bytes for the program. Heap size can only

be specified for a PPC Instance.

Pass Options

Compiler Options

Options can also be passed to the compiler, assembler and linker. The
options have to be space separated.

For more information on the options, please refer to Chapter 11, “GNU Compiler Tools”

Flow Tool Settings and Required Files

XPS supports tool flows as shown in Table 2-1. The Main menu has an Options submenu.
You can set various project and tool options, as described below for each menu item.

Compiler Options

This menu opens the same dialog box as one opened by double-clicking on a software
application name. If there is a single application in user’s system, it will automatically
open the dialog box corresponding to the application, otherwise, user will be asked which
software application they want the options to be set for. User can set various compiler
options in the processor dialog box which opens, as explained earlier in Processor Dialog

Box section.

Project Options

Menu item Options — Project Options opens a dialog box which allows user to specify
various project options. The same dialog can be brought up by clicking on the Project
Options button in the toolbar or by double-clicking on any item in the Project Options tree
in the Project View window. There are three tabs in this dialog box.
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Device and Repository

The target device for the project can be changed here. There are four different items:
Architecture, Device Size, Package, and Speed Grade.

Users can specify the Search Path directories here. However, if this option is changed,
users must close the project immediately. If this option is changed here, the changes will be
effective only if the project is closed and loaded again.This option corresponds to the -Ip
option of various batch tools. See Chapter 7, “Library Generator” and Chapter 5, “Platform
Generator” for more information.

Users can also specify their own Makefile to be used in XPS.Before EDK 6.2, XPS used to
generate only 1 makefile, namely <projname>. make. In 6.2, the XPS makefile has been split
into two parts

e The main makefile: <projname>. nake
e The include makefile: <projname>_i ncl . nake.

The <projname>_i ncl . make file contains all options and settings defined in form of
macros. The main makefile <projname>. make contains all the targets and commands for
the complete flow. The main makefile includes the <projname>_i ncl . make using the
following make directive:-

i ncl ude system.incl. make

This makes all the macros defined in <projname>_incl.make visible in <projname>.make.
XPS always writes out both the makefiles. However, users can choose not to use the
<projname>.make file for their flow. Instead, they can specify their own makefile. Note
that user makefile specified must be different from the two makefiles generated by XPS.
Users are expected to include the <projname>_incl.make in their own makefile too. This
way, any changes they make to any options and settings in XPS will be reflected in their
own makefile too. Typically, a user would generate the <projname>.make file once and
then copy it and modify it for their own purposes.

Note that if you will need to update your makefile whenever you make a significant
change in your design. Some of the changes which affect makefile structure are:-

e Adding, deleting, or renaming a processor
e Adding, deleting, or renaming a software application

¢ If you change the choice of implementation tool between ISE (ProjNav) and
XPS(Xflow).

o The ACE file generation command might be changed if you change the number of
processors in your design or if you add/delete opb_mdm ip for microblaze designs.

e The XILINX_EDK_DIR macro defined in system_incl.make file changes across Unix
(Solaris/Linux) and Windows platforms.

Hierarchy and Flow

This tab allows user to specify the design hierarchy, whether the processor design being
done in XPS is the top level module or if it is just a sub-module in the entire hierarchy. If
this design is a sub-module, the Top Instance edit box allows you to specify the instance
name used to instantiate this module in the top-level design. This corresponds to the -
iobuf and -ti options of PlatGen tool.

From EDK 6.1 onwards, XPS only supports modular (hierarchical) design mode. The Flat
mode is not supported.User can also choose whether to run the Xilinx Synthesis Tool
(XST).
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Users can also specify the flow to use for running the Xilinx implementation tools. The
available options are XPS (Xflow) and ISE (Project Navigator) flow. Note that if the design
is a sub-module, users must use the ISE flow. Please see the “ISE Project Navigator
Interface” section described later for details on how to add design components and files to
ProjNav project using XPS.

HDL and Simulation

This tab allows the user to specify the HDL (VHDL or Verilog) to be used by PlatGen and
SimGen. Users can also specify the location of various simulation libraries. For details on
simulation libraries, please refer to SimGen tool.Users can specify the simulation tool of
their choice. Currently, EDK supports ModelSim and NCsim. Users can also specify the
current simulation mode they want to use. These options are saved into the XMP file.

Required Files

If XPS (Xflow) is chosen to run the implementation tools, XPS expects a certain directory
structure in the project directory. For each project, the user must provide User Constraints
File (UCF). The file should reside in data directory in the project directory and should have
the name <mhs_name>.ucf. Users are also expected to provide an iMPACT script file. This
file should reside in etc directory and should be called download.cmd. If these files do not
exist, XPS will prompt the user to provide these files and will not run XFlow.To run Xilinx
Implementation tools, XPS uses two more files, bitgen.ut and fast_runtime.opt from etc
directory. However, if the two files are not present, XPS copies the default version of these
two files into that directory from the EDK installation directory. To change options for
Xilinx implementation tools, the user can modify the two files. Note that when a new
project is created, if the data and etc directories do not exists, XPS creates these empty
directories in the project directory.

Tool Invocation

After all options for the compiler and library generator are set, the tools can be invoked
from the Run submenu in the Main menu. The main toolbar also contains buttons to
invoke these tools.

There are two different flows in the EDK platform building flow, the hardware flow and
the software flow.

Software Flow

The software flow involves building up the software part of the embedded system. There
are two important steps:

1. Generate Libraries: This button invokes the library building tool LibGen with the
correct MSS file as input.

2. Compile Program Sources: This button invokes the compiler for each software
application which needs to be compiled with in XPS. with corresponding program
sources. It builds the executable files for each processor. If LibGen has not been
executed, this button first invokes LibGen.

Hardware Flow

The hardware flow involves building up the hardware part of the embedded system. There
are two important steps:
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1. Generate Netlist: This button calls the platform building tool PlatGen with the correct
MHS file and produces the netlist files in NGC format.

2. Generate Bitstream: If using XPS for implementation tools, this button calls the tool
xflow with the fast_runtime.opt and bitgen.ut files residing in the etc. directory in the
project directory. XFlow in turn calls the Xilinx ISE Implementation tools. If using
ProjNav for the implementation flow, the button is greyed out. User must use Tools —
Export to ProjNav menu to add the XPS files into ProjNav project, run the complete
flow in ProjNav and then use Tools — Import from ProjNav menu to import bitstream
and bmm files back into the flow.

Merging Hardware and Software Flows and Downloading

1. Update Bitstream: This button invokes the tool bitinit. This is the stage where the
hardware and the software flows come together. This button also calls hardware and
software flow tools if required. At the end of this stage, users get download.bit file
which contains information regarding both the software and the hardware part of the
design.

2. Generate SystemACE File: This menu item generates a SystemACE file. This option
is available only when you have single processor in your system. This option is
available only on windows and linux platform in this release. Note that there is no
toolbar button for this option.

3. Download Bitstream: This button downloads the download.bit file onto the target
board using the Xilinx iMPACT tool in batch mode. XPS uses the file
etc/download.cmd for downloading the bitstream.

XPS generates a makefile in the project directory and calls the corresponding target. The
dependencies between various tools being run is take care of by the Makefile.

When LibGen is invoked, an MSS file is created for the software specification. When the
user exits the application, a prompt to save the current project appears.

ISE Project Navigator Interface

If ISE (ProjNav) is chosen for implementation flow in the Project Options dialog box, then
user must specify the ProjNav project (NPL) file. ProjNav will run implementation tools in
the directory where this ProjNav project file is created. Default NPL file location is

<pr oj _di r >/projnav/<pr oj _nane>.npl. It is recommended not to use implementation
directory for ProjNav flow since XPS clean mechanism deletes this directory. To run the
ProjNav flow, user can create a new ProjNav project file or specify an already existing
ProjNav project file.

Menu option Tools — Export ProjNav Project adds the required vhdl and bmm files to
the ProjNav project. It also sets the ProjNav option Macro Search Path to
<proj_dir>/implementation so that implementation tools can locate ngc files generated by
PlatGen or XST.

Menu option Tools — Import ProjNav Project gives user the option to import a bitstream
and a bmm file back into the XPS Project. The bit file should be the one generated by bitgen
at the end of implementation tools. The bmm file should also be the one generated by
bitgen, which has BRAM placement information. XPS copies the bit and bmm files into the
implementation directory as <mhsbasename>. bi t and <mhshasename>_bd. bnm
respectively.
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Debug and Simulation

Users can debug the hardware and the software part of the design either by simulation or
by running it on the hardware itself. XPS provides support for invoking the corresponding
tools to perform the job.

PBD Editor

Xilinx Microprocessor Debug (XMD): Invoke the XMD tool to debug the application
software. The XMD-button on the XPS toolbar opens up a XMD shell in the project
directory.

Software Debugger: The debug button invokes the software debugger
corresponding to the compiler being used for the processor. If there are more than one
processor in the design, XPS prompts to choose the processor whose program sources
the user wants to debug.

Hardware Simulation Model Generator (SimGen): Invoke the SimGen tool to
generate various simulation models for the components instantiated in MHS File.
Depending on the simulation model to be used (Behavioral, Structural or Timing),
XPS calls SimGen with appropriate options to generate the simulation models and
initialize memory. Then XPS compiles those models for ModelTech’s ModelSim
simulator and starts the simulator with the compiled files.

The Processor Block Diagram Editor (PBD Editor) allows you to read, create, modify and
save a description of an FPGA Platform that references Hardware (HW) components. The
HW components comprise, in part, microprocessors, buses and bus arbiters, and
peripheral devices.

The PBD Editor block diagram supplies the hardware platform information written into
the MHS file.

PBD Editor Interface

The PBD Editor interface is shown in Figure 2-4. These areas comprise the interface:

The workspace
The system tabs
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Figure 2-3: The PBD Editor
PBD Editor Workspace
The PBD Editor workspace is the upper right window in the XPS (see Figure 2-4). The
workspace contains the block diagram describing the system hardware.
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Figure 2-4: PBD Editor Workspace
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System Tabs

The system tabs are in the upper left of the XPS window (see Figure 2-5). Two of the tabs in
the window are used in the PBD Editor operation.

e The Options tab changes according to the tool that you are using and allows you to
set options related to the tool, such as how the Add Bus Connection tool should
operate.

e The Components tab allows you to select a component (a CPU, Bus Infrastructure
component, or peripheral) to instantiate into your system. The components are Xilinx
cores.

Options  Campanerts | System |
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<-4l Componentz--»
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Orientation
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Figure 2-5: System Tabs

Creating the Hardware Block Diagram

The following procedures are used to create the hardware platform in the PBD Editor.

Adding a Component Instance to the System

Component instances are Xilinx cores (IP) instantiated in the hardware design. The
components you add to the system may be:

e CPUs
e Bus components
e Peripherals

To add a component instance to the system:
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1. Select the project_name.pbd tab in the workspace to display the system block
diagram.

2. Select Add —» Component or click the Add Component toolbar button.

il

3. Inthe Components tab, use the Categories and Components lists to specify the
component you are adding.

The component you select is attached to the mouse cursor.

Note: To make the component selection easier, type the first letter or letters of the component
in the Component Name Filter field. The Components list box shows only the components that
begin with those letters. A regular expression can also be used to filter components. For
example, typing “.*uart” will list all components with “uart” in the name. A “.” stands for a
character and “*” means “zero or more”.

4. Click where you want the component instance to appear in the workspace.
Component instance notes:

e The PBD Editor assigns the new component instance the default name
corename_number. The number is incremented each time another instance is added.

e To rename a component instance, see “Naming an Instance”.

e Ifabus pin on the component symbol touches a bus, and if the pin is compatible with
the bus type, the symbol pin is connected to the bus when the component instance is
placed in the block diagram.

Naming an Instance

When you add a component to the system, the PBD Editor assigns the new component
instance the default name corename_number, and the number is incremented each time
another instance is added. You can leave the machine-generated names as is. However, it is
usually easier to debug the design using your own names.

To rename an instance.

1. Double-click the instance in the workspace.
2. Inthe Object Properties dialog box, change the Instance Name.

Setting Component Instance Parameters

You set parameters to customize the instantiated IP for your design. Parameters may be set
for CPUs, bus components, or peripherals. The properties you set depend on the type of
component and the IP (core) from which the component was instantiated.

IP parameters are described in the data sheets for the cores instantiated in the design. Data
sheets can be accessed from the Xilinx IP Center page at http://www.xilinx.com/Zipcenter.

To set parameters for a customiza